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ABSTRACT

The promise of deep learning is to discover rich, hierarchical models that represent probability

distributions over the kinds of data encountered in artificial intelligence applications, such as natural

images, audio waveforms containing speech, and symbols in natural language corpora. In recent

years, the most striking successes in deep learning have involved generative models. However,

in their vanilla forms, generative models have a number of shortcomings and failure modes that

can hinder their application: they can be difficult to train on high dimensional data, and they can

fail in tasks such as the generation of realistic artificial data. In this thesis, we first explore the

reasons for these failures in the adversarial-based generative models and propose a novel approach

to alleviate these shortfalls. Then, we discuss how a learned generative model can be employed for

a downstream task such as speech recognition.
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NOMENCLATURE

GAN(s) Generative Adversarial Networks

ASR Automatic Speech Recognition

PGMGAN Partition-Guided Mixture of GAN

IS Inception Score

FID Frechet Inception Distance

NMI Normalized Mutual Information

JSD Jensen–Shannon distance

ELU Exponential Linear Unit

LeakyReLU Leaky Rectified Linear Unit

ReLU Rectified Linear Unit

SGD Stochastic gradient descent

BN Batch Normalization

TTS Text-to-Speech

CE Cross-entropy

AUC Area under the curve

FAR False accept rate

DET Detection error tradeoff

FRR False reject rate

WER Word error rate

DNN Deep neural network
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1. INTRODUCTION

1.1 Why do we need generative models?

One of the core aspirations at Machine learning community is to develop algorithms and

techniques that endow computers with an understanding of our world. It’s easy to forget just how

much you know about the world: you understand that it is made up of 3D environments, objects

that move, collide, interact; people who walk, talk, and think; animals who graze, fly, run, or bark;

monitors that display information encoded in language about the weather, who won a basketball

game, or what happened in 1970.

This tremendous amount of information is out there and to a large extent easily accessible —

either in the physical world of atoms or the digital world of bits. The only tricky part is to develop

models and algorithms that can analyze and understand this treasure trove of data.

Generative models are one of the most promising approaches towards this goal. To train a

generative model we first collect a large amount of data in some domain (e.g., think millions of

images, sentences, or sounds, etc.) and then train a model to generate data like it. The intuition

behind this approach follows a famous quote from Richard Feynman:

"What I cannot create, I do not understand.”

—Richard Feynman

The trick is that the neural networks we use as generative models have a number of parameters

significantly smaller than the amount of data we train them on, so the models are forced to discover

and efficiently internalize the essence of the data in order to generate it. Generative models have

many short-term applications. But in the long run, they hold the potential to automatically learn the

natural features of a dataset, whether categories or dimensions or something else entirely.

In this thesis, we first study the shortcomings of the generative models. And we continue with
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how efficiently one can employ a generative model in a real world problem more specifically in

the speech recognition task. To begin let’s start with the formal definition of generative adversarial

networks (GANs)[4] which is one of the most studied type of generative models.

1.2 Generative Adversarial Networks

While most deep generative models are trained by maximizing log likelihood or a lower bound

on log likelihood, GANs take a radically different approach that does not require inference or

explicit calculation of the data likelihood. Instead, two models are used to solve a minimax game: a

generator which samples data, and a discriminator which classifies the data as real or generated.

In theory these models are capable of modeling an arbitrarily complex probability distribution.

When using the optimal discriminator for a given class of generators, the original GAN proposed by

Goodfellow et al. minimizes the Jensen-Shannon divergence between the data distribution and the

generator, and extensions generalize this to a wider class of divergences.

The ability to train extremely flexible generating functions, without explicitly computing

likelihoods or performing inference, and while targeting more mode-seeking divergences as made

GANs extremely successful in image generation, and image super resolution. The flexibility of the

GAN framework has also enabled a number of successful extensions of the technique, for instance

for structured prediction [5], training energy based models, and combining the GAN loss with a

mutual information loss.

The GAN learning problem is to find the optimal parameters θ∗G for a generator function

G (z; θG) in a minimax objective,

θ∗G = argmin
θG

max
θD

f (θG, θD) (1.1)

= argmin
θG

f (θG, θ
∗
D (θG)) (1.2)

θ∗D (θG) = argmax
θD

f (θG, θD) , (1.3)

2



where f is commonly chosen to be

f (θG, θD) = Ex∼pdata [log (D (x; θD))] + Ez∼N (0,I) [log (1−D (G (z; θG) ; θD))] . (1.4)

Here x ∈ X is the data variable, z ∈ Z is the latent variable, pdata is the data distribution, the

discriminator D (·; θD) : X → [0, 1] outputs the estimated probability that a sample x comes from

the data distribution, θD and θG are the discriminator and generator parameters, and the generator

function G (·; θG) : Z → X transforms a sample in the latent space into a sample in the data space.

1.3 Outline

Despite the success of Generative Adversarial Networks (GANs), their training suffers from sev-

eral well-known problems, including mode collapse and having difficulties learning a disconnected

set of manifolds. In the next chapter, we break down the challenging task of learning complex

high dimensional distributions supporting diverse data samples to simpler sub-tasks. Our solution

relies on designing a partitioner that breaks the space into smaller regions, each having a simpler

distribution, and training a different generator for each partition. We formulate two desired criteria

for the space partitioner that aids the training of our mixture of generators: 1) it produces connected

partitions and 2) provides a proxy of distance between partitions and data samples along with a

direction to reduce that distance. These criteria are developed to not only avoid producing samples

from places with non-existent data density but also facilitate training by providing direction to the

generators from both the space partitioner and discriminator. We develop theoretical constraints for

a space partitioner to satisfy the above criteria. Guided by our theoretical analysis, we further design

an effective neural architecture for the space partitioner that empirically assures these conditions.

Experimental results on various standard benchmarks show that the proposed unsupervised model

outperforms several recent methods.

Then we continue with how one can employ synthetic data (produced by a generative model) as

a viable alternative to real data for training speech recognition models. However, machine learning

with synthetic data is not trivial due to the gap between the synthetic and the real data distributions.

3



Synthetic datasets may contain artifacts that do not exist in real data such as structured noise, content

errors, or unrealistic speaking styles. Moreover, the synthesis process may introduce a bias due to

uneven sampling of the data manifold. We propose two novel techniques during training to mitigate

the problems due to the distribution gap: (i) a rejection sampling algorithm and (ii) using separate

batch normalization statistics for the real and the synthetic samples. We show that these methods

significantly improve the training of speech recognition models using synthetic data. We evaluate

the proposed approach on keyword detection and Automatic Speech Recognition (ASR) tasks, and

observe up to 18% and 13% relative error reduction, respectively, compared to naively using the

synthetic data.

4



2. PARTITION-GUIDED GANS

2.1 Introduction

Generative adversarial networks (GANs) [4] have gained remarkable success in learning the

underlying distribution of observed samples. However, their training is still unstable and challenging,

especially when the data distribution of interest is multimodal. This is particularly important

due to both empirical and theoretical evidences that suggest real data also conforms to such

distributions [6, 7].

Improving the vanilla GAN, both in term of training stability and generating high fidelity images,

has been the subject of great interest in the machine learning literature [8, 9, 10, 11, 12, 13, 14, 15].

One of the main problems is mode collapse, where the generator fails to capture the full diversity of

the data. Another problem, which hasn’t been fully explored, is the mode connecting problem [16,

17]. As we explain in detail in Section 2.2, this phenomena occurs when the GAN generates samples

from parts of the space where the true data is non-existent; caused by using a continuous generator

to approximate a distribution with disconnected support. Moreover, GANs are also known to be

hard to train due to unreliable gradient provided by the discriminator.

Our solution to alleviate the aforementioned problems is to introduce an unsupervised space

partitioner and train a different generator for each partition. Figure 2.1 illustrates real and generated

Real Generated

(a) Partition 13

Real Generated

(b) Partition 47

Real Generated

(c) Partition 69

Real Generated

(d) Partition 85

Figure 2.1: Examples of unsupervised partitioning and their corresponding real/generated samples
on CIFAR-10 dataset.
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samples from several inferred partitions.

Having multiple generators, which are focused on different parts/modes of the distribution,

reduces the chances of missing a mode. This also mitigates mode connecting, because, the mixture

of generators is no longer restricted to be a continuous function responsible to generate from a data

distribution with potentially disconnected manifolds. In this context, an effective space partitioner

should place disconnected data manifolds in different partitions. Therefore, assuming semantically

similar images are in the same connected manifold, we use contrastive learning methods to learn

semantic representations of images and partition the space using these embeddings.

We show that the space partitioner can be utilized to define a distance between points in the data

space and partitions. The gradient of this distance can be used to encourage each generator to focus

on its corresponding region by providing a direction to guide it there. In other words, by penalizing

a generator when its samples are far from its partition, the space partitioner can guide the generator

to its designated region. Our partitioner’s guide is particularly useful where the discriminator does

not provide reliable gradient, as it can steer the generator in the right direction.

However, for a reliable guide, the distance function is required to follow certain characteristics,

which are challenging to achieve. For example, to avoid misleading the GANs’s training the

distance should have no local optima outside of the partition. In Section 2.4.2, we formulate

sufficient theoretical conditions for a desirable metric, and attain them by enforcing constraints on

the architecture of the space partitioner. As a by product, this also guarantees connected partitions

in the data space which further mitigates the issue of mode connecting.

We perform comprehensive experiments on stackedMNIST [18, 19, 20], CIFAR-10 [21], and

STL-10 [22]. We show that our method, Partition-Guided Mixture of GAN (PGMGAN), success-

fully recovers all the modes and achieves higher Inception Score (IS) [15] and Frechet Inception

Distance (FID) [23] than a wide range of supervised and unsupervised methods.

Our contributions can be summarized as:

• Providing a theoretical lower bound on the total variational distance of real and estimated

6



density using a single generator.

• Introducing a novel differentiable space partitioner and demonstrating that simply training a

mixture of generators on its partitions, improves mode collapse/connecting.

• Providing a practical way (with theoretical guarantees) to guide each generator to produce

samples from its designated region, further improving mode collapse/connecting. Our experi-

ments show significant improvement in terms of FID and IS confirming the efficacy of our

model.

• Elaborating on the design of our loss and architecture by making connection to supervised

GANs that employ a classifier. We explain how PGMGAN avoids their short comings.

2.2 Mode connecting problem

Suppose the data distribution is supported on a set of disconnected manifolds embedded within a

higher-dimensional space. Since continuous functions preserve the space connectivity [24], one can

never expect to have an exact approximation of this distribution by applying a continuous function

(Gθ) to a random variable with a connected support. Furthermore, if we restrict Gθ to the class of

c-Lipschitz functions, the distance between the true density and approximated will always remain

more than a certain positive value. In fact, the generator would either have to discard some of the

data manifolds or connect the manifolds together. The former can be considered as a form of mode

collapse and we refer to the latter as the mode connecting problem.

The following theorem formally describes the above statement and provides a lower bound for

the total variation distance between the true and estimated densities.

Theorem 1. Suppose pdata is a distribution supported on a set of disjoint manifoldsM1, . . . ,Mk

in Rd, and [π1, . . . , πk] are the probabilities of being from each manifold. Let Gθ be a c-Lipschitz

function, and pmodel be the distribution of Gθ(z), where z ∼ N (0, In), then:

dTV (pdata, pmodel) ≥
∑
|πi − pi|≥ δ
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where dTV is the total variation distance and:

π∗i := min(πi, 1− πi)

pi := pmodel(Mi)

δ := max
i
{π∗i − Φ(Φ−1(π∗i )− di/c)}

di := inf{||x− y|| | x ∈Mi,y ∈Mj, j 6= i}

di is the distance of manifoldMi from the rest, and Φ is the CDF of the univariate standard normal

distribution. Note δ is strictly larger than zero iff ∃i : di, π
∗
i 6= 0.

Proof. We begin by re-stating the definition of Minkowski sum and proceed by proving the theorem

for the case where the number of manifold is 2. To extend the theorem form k = 2 to the general

case, one only needs to consider manifoldMi asM1, and
⋃
j∈[1:k]\iMj asM2.

Definition 1 (Minkowski sum). The Minkowski sum of two sets U, V ∈ Rd defined as

U + V := {u+ v|u ∈ U, v ∈ V }

and when V is a d dimensional ball with radius r and centered at zero, we use the notation Ur to

refer to their Minkowski sum.

If we let U (1) := G−1θ (M1), U
(2) := G−1θ (M2), then:

∀r1, r2 ∈ R+, if r1 + r2 < d1/c =⇒ U (1)
r1
∩ U (2)

r2
= ∅

that is because if there exists an x ∈ U (1)
r1 ∩ U

(2)
r2 , there would be u1 ∈ U (1),u2 ∈ U (2) such that:

||x− u1||≤ r1, ||x− u2||≤ r2 =⇒ ||u1 − u2||< r1 + r2 < d1/c (2.1)
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However, due to lipsitz condition of Gθ:

||Gθ(u1)−Gθ(u2)||< c||u1 − u2||< c · d1/c = d1

which contradicts with our assumption that the distance betweenM1,M2 is d1. Therefore there is

no point in the intersection of U (1)
r1 and U (2)

r2 . The disjointness of this two sets provides us:

γn(U (1)
r1

) + γn(U (2)
r2

) ≤ γn(Rn) = 1

where γn(.) of any set is the probability of a random draw of N (0, In) being from that set. We

proceed by using a remark from theorem 1.3 of [25] which restated below:

If U is a Borel set in Rn, then:

p ≤ γn(U) =⇒ Φ(Φ−1(p) + r) ≤ γn(Ur).

Based on above lemma if we let:

p1 := γn(U (1)), p2 := γn(U (2))

then for ∀r1, r2 ∈ R+ such that r1 + r2 < d1/c, we have:

Φ(Φ−1(p1) + r1) + Φ(Φ−1(p2) + r2) ≤ 1 (2.2)

We can now calculate the total variational distance of the marginal distributions of pdata, pmodel on

the set {Gθ(U
(1)), Gθ(U

(2)), Gθ

(
Rn \ (U (1) ∪ U (2))

)
} as:

dTV (p
(marginal)
data , p

(marginal)
model ) = |π1 − p1|+|π2 − p2|+|1− (p1 + p2)| (2.3)
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and since total variational distance takes a smaller value on marginal distributions than the full

distribution, we only need to show that for any i the expression in the equation 2.3 is larger than

g(πi, di, c) to prove the theorem 1 for k = 2. Here g(πi, di, c) = π∗i − Φ(Φ−1(π∗i )− di/c).

Assume p1 ≤ π1, and define ∆1 := π1 − p1 ≥ 0, based on equation 2.2 if r1 = d1/c, r2 = 0,

we have:

Φ(Φ−1(π1 −∆1) + d1/c) + p2 ≤ 1

which based on equation 2.2 implies:

r(∆1) := Φ(Φ−1(π1 −∆1) + d1/c)− (π1 −∆1) ≤ DTV

which DTV refers to total variational distance between the marginal distributions of the data and

model. We also know from the equation 2.2, that ∆1 ≤ DTV , therefore:

max(r(∆1),∆1) ≤ DTV

for a ∆1 ∈ [0, π1]. Therefore

min
δ1∈[0,π1]

{max(r(δ1), δ1)} ≤ DTV

To find the δ1 which minimize the above equation, we need to check endpoints of the interval [0, π1],

points where the curve of two functions r(δ1), δ1 intersects with each other, and points that are the

local minimaum of each of them. It can be shown the function r(δ1) does not have any local minima

when 0 < π1 < 1 because:

r(δ1) = P (z ∈ [Φ−1(π1 − δ1),Φ−1(π1 − δ1) + d1/c]) (2.4)

where z is univarite standard normal random variable. Therefore r(δ1) is the probablity of a univarite
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normal being in a fixed length interval d1/c, and δ1 only changes the starting point of the interval.

By using this fact, it can be easily shown this function does not have any local optima in the open

interval (0, π1). Also the identity function δ1 also has no local optima inside the interval. The

endpoints values are:

max(r(0), 0) = Φ(Φ−1(π1) + d1/c)− π1

max(r(π1), π1) = max(Φ(Φ−1(0) + d1/c), π1) = π1

The function curves of r and identity also intersects only when:

Φ(Φ−1(π1 − δ∗1) + d1/c) = π1

which only happens when:

π1 − Φ(Φ−1(π1)− d1/c) = δ∗1

where for this point, max(r(δ∗1), δ∗1) = δ∗1 . Therefore based on the above calculations:

min

Φ(Φ−1(π1) + d1/c)− π1︸ ︷︷ ︸
I

, π1,

π1 − Φ(Φ−1(π1)− d1/c)︸ ︷︷ ︸
II

 ≤ DTV

Note, π1 is always smaller than term II, and term I (II) is equal to probability of a univariate

standard normal random variable being inside the interval [Φ−1(π1),Φ
−1(π1) + d1/c] ([Φ−1(π1)−

d1/c,Φ
−1(π1)]). This observation implies that term II is smaller than term I, if and only if π1 ≤ π2.

Based on this fact and symmetry of Φ with respect to zero, it can be easily shown that:

g(π1, d1, c) ≤ DTV (2.5)

which proves the theorem. However, we made an assumption that p1 ≤ π1, this does not harm the

argument because otherwise we would have p2 ≤ π2, and we can restate all the above arguments

for π2 instead of π1. And, since π2 = 1 − π1 and d1 = d2, therefore we can have g(π1, d1, c) =
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g(π2, d2, c), which proves equation 2.5.

According to Theorem 1, the distance between the estimated density and the data distribution can

not converge to zero when Gθ is a Lipschitz function. It is worth noting that this assumption holds

in practice for most neural architectures as they are a composition of simple Lipschitz functions.

Furthermore, most of the state of the art GAN architectures (e.g., BigGAN [26] or SAGAN [27]) use

spectral normalization in their generator to stabilize their training which promotes Lipschitzness.

2.3 Related work

Apart from their application in computer vision [28, 29, 30, 31, 32, 33, 34, 35], GANs have

also been been employed in natural language processing [36, 37, 38], medicine [39, 40] and several

other fields [41, 42, 43]. Many of recent research have accordingly focused on providing ways to

avoid the problems discussed in Section 2.2 [18, 44].

Mode collapse For instance, Metz et al. [44] unrolls the optimization of the discriminator to

obtain a better estimate of the optimal discriminator at each step, which remedies mode collapse.

However due to high computational complexity, it is not scalable to large datasets. VEEGAN [20]

adds a reconstruction term to bi-directional GANs [45, 46] objective which does not depend on the

discriminator. This term can provide training signal to the generator even when the discriminator

does not. PacGAN [18] changes the discriminator to make decisions based on a pack of samples.

This change mitigates mode collapse by making it easier for the discriminator to detect lack of

diversity and naturally penalizing the generator when mode collapse happens. Lucic et al. [47],

motivated by the better performance of supervised-GANs, propose to use an small set of labels

and a semi-supervised method to infer the labels for the entire data. They further improve the

performance by utilizing a auxiliary rotation loss similar to that of RotNet [48].

Mode connecting Based on Theorem 1, to avoid mode connecting one has to either use a latent

variable z with a disconnected support, or allow Gθ to be a discontinuous function [49, 16, 50, 19,

51].

To obtain a disconnected latent space, DeLiGAN [52] samples z from a mixture of Gaussian,
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while Odena et al. [53] add a discreet dimension to the latent variable. Other methods dissect the

latent space post training using some variant of rejection sampling, for example Azadi et al. [54]

perform rejection sampling based on the discriminator’s score and Tanielian et al. [17] reject the

samples where the generator’s Jacobian is higher than a certain threshold.

The discontinuous generator method is mostly achieved by learning multiple generators, with

the main motivation being to remedy mode-collapse which also reduces mode connecting. Both

MGAN [49] and DMWGAN [16] employ K different generators while penalizing them from

overlapping with each other. However, these works do not explicitly address the issue when

some of the data modes are not being captured. Also, as show in Liu et al. [19], MGAN is quite

sensitive to the choice of K. By contrast, Self-Conditioned GAN [19] clusters the space using the

discriminator’s final layer and uses the labels as self-supervised conditions. However, in practice

their clustering does not seem to be reliable (e.g., in terms of NMI for labeled datasets) and the

features highly depend on the choice of the discriminator‘s architecture. In addition, there is no

guarantee that the generators will be guided to generate from their assigned clusters. GAN-Tree [50]

uses hierarchical clustering to address continuous multi-modal data, with the number of parameters

increasing linearly with the number of clusters. Thus it is limited to very few cluster numbers (e.g.

5) and can only capture a few modes.

Another recently expanding direction which explores the benefit of using image augmentation

techniques for generative modeling. Some works simply augment the data using various perturba-

tions (e.g. random crop, horizontal flipping) [55]. Others [56, 47, 57] incorporated regularization

on top of the augmentations, for example CRGAN [58] enforces consistency for different image

perturbations. ADA [59] processes each image using non-leaking augmentations and adaptively

tunes the augmentation strength while training. These works are orthogonal to ours and can be

combined with our method.

2.4 Method

This section first describes how GANs are trained on a partitioned space using a mixture of

generators/discriminators and the unified objective function required for this goal. We then explain
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our differentiable space partitioner and how we guide the generators towards the right region. We

conclude the section by making connections to supervised GANs, which use an auxiliary classi-

fier [60, 53].

Multi-generator/discriminator objective: Given a partitioning of the space, we train a gen-

erator (Gi) and a discriminator (Di) for each region. To avoid over-parameterization and allow

information sharing across different regions, we employ parameter sharing across different Gi

(Di)’s by tying their parameters except the input (last) layer. The mixture of these generators serves

as our main generator G. We use the following objective function to train our GANs:

k∑
i

πi

[
min
Gi

max
Di

V (Di, Gi, Ai)

]
(2.6)

where A1, A2, ..., Ak be a partitioning of the space, πi := pdata(x ∈ Ai) and:

V (D,G,A) =Ex∼pdata(x|x∈A)[logD(x)] +

Ez∼pz(z|G(z)∈A)[log(1−D(G(z)))] (2.7)

We motivate this objective by making connection to the Jensen–Shannon distance (JSD) between

the distribution of our mixture of generators and the data distribution in the following Theorem.

Theorem 2. Let P =
∑k

i πipi , Q =
∑k

i πiqi , and A1, A2, ..., AK be a partitioning of the space,

such that the support of each distribution pi and qi is Ai. Then:

JSD(P ‖ Q) =
∑
i

πiJSD(pi ‖ qi) (2.8)

Proof. Based on the definition of the JSD, we have:

JSD(P ‖ Q) =
1

2
KL(P ‖ P +Q

2
) +

1

2
KL(Q ‖ P +Q

2
)
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We also have:

KL(P ‖P +Q

2
) =∫

Rd

P (x) log
P (x)

P (x) +Q(x)
dx+ log 2 =∑

i

∫
Ai

P (x) log
P (x)

P (x) +Q(x)
dx+ log 2 =

∑
i

∫
Ai

πipi(x) log
πipi(x)

πipi(x) + πiqi(x)
dx+ log 2 =

∑
i

πi(

∫
Ai

pi(x) log
pi(x)

pi(x) + qi(x)
dx+ log 2) =

∑
i

πiKL(pi ‖
pi + qi

2
).

Therefore:

KL(P ‖ P +Q

2
) =

∑
i

πiKL(pi ‖
pi + qi

2
),

and similarly:

KL(Q ‖ P +Q

2
) =

∑
i

πiKL(qi ‖
pi + qi

2
)

Adding these two terms completes the proof.

2.4.1 Partition GAN

Space Partitioner: Based on theorem 1, an ideal space partitioner should place disjoint data

manifolds in different partitions to avoid mode connecting (and consequently mode collapse). It is

also reasonable to assume that semantically similar data points lay on the same manifold. Hence,

we train our space partitioner using semantic embeddings.

We achieve this goal in two steps: 1) Learning for each data point an unsupervised representation

which is invariant to transformations that do not change the semantic meaning. 2) Training a

partitioner based on these features, where data points with similar features are placed in the same
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partition.

Learning representations: We follow the self-supervised literature [61, 62, 63] to construct

image representations. These methods generally train the networks via maximizing the agreement

between augmented views (e.g., random crop, color distortion, rotation, etc.) of the same scene,

while minimizing the agreement of views from different scenes. To that end, they optimize the

following contrastive loss:

∑
(i,j)∈P

log
exp(sim(hi,hj)/τ)∑2N

k=1 1k 6=i exp(sim(hi,hk)/τ)
(2.9)

where h is the embedding for image x, (i, j) is a positive pair (i.e., two views of the same

image) and (i, k) refers to negative pairs related to two different images. We refer to this network as

pretext, implying the task being solved is not of real interest, but is solved only for the true purpose

of learning a good data representation.

Learning partitions: To perform the partitioning step, one can directly apply K-means on theses

semantic representations. However, this may result in degenerated clusters where one partition

contains most of the data [64, 65]. Inspired by Van Gansbek et al. [65], to mitigate this challenge,

we first make a k-nearest neighbor graph G = (V , E) based on the representations h of the data

points. We then train an unsupervised model that motivates connected points to reside in the same

cluster and disconnected points to reside in distinct clusters. More specifically, we train a space

partitioner S : Rd → [0, 1]k to maximize:

∑
(i,j)∈E

log
(
S(xi)

T · S(xj)
)
−

α
∑
i∈V

HC(S(xi))) + βHC(
∑
i∈V

S(xi)

N
) (2.10)

Where HC(.) is the entropy function of the categorical distribution based on its probability

vector. The first term in Equation 2.10 motivates the neighbors in G to have similar class probability

vectors, with the log function used to significantly penalize the classifier if it assigns dissimilar
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probability vector to two neighboring points. The last term is designed to avoid placing all the

data points in the same category by motivating the average cluster probability vector be similar

to uniform. The middle term is intended to promote the probability vector for each data point to

significantly favor one class over the other. This way, we can be more confident about the cluster

id of each data point. Furthermore, if the average probability of classes has homogeneous mean

(because of the last term), we can expect the number of data points in each class to not degenerate.

To train S efficiently, both in term of accuracy and computational complexity, we initialize S

using the already trained network of unsupervised features. More specifically, for:

h = W pretext
2 σ(W pretext

1 φ0(x))

we initialize S as follows:

S init(x) = softmax(W partitioner
0 φ0(x))

where σ is an activation function, and W partitioner
0 is a randomly initialized matrix; we ignore the bias

term here for brevity. We drop the sub index 0, from W partitioner
0 and φ0 to refer to their post-training

versions. Given a fully trained S, each point x is assigned to partition Ai, based on the argmax of

the probability vector of S(x).

2.4.2 Partition-Guided GAN

In this section we describe the design of guide and its properties. As stated previously, we

want to guide each generator Gi to its designated region Ai by penalizing it the farther its current

generated samples are from Ai.

A simple, yet effective proxy of measuring this distance can be attained using the already trained

space partitioner. Let fis denote the partitioner’s last layer logits, expressed as

[f1(x), . . . , fk(x)]T := W partitionerφ(x).
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and define the desired distance as:

Ri(x) :=
∑
c

(fc(x)− fi(x))+ (2.11)

Property 1. It is easy to show that for any generated sample x, Ri(x) achieves a larger value,

the less likely S believes x to be from partition Ai. This is clear from how we defined Ri, the more

probability mass S(x) assigns any class c 6= i, the larger the value of Ri(x).

Property 2. It is also straight forward see that Ri(x) is always non-negative and obtains its

minimum (zero) only on the Aith partition:

x ∈ Ai ⇐⇒ fi(x) ≥ fc(x); ∀c ∈ [1 : k]

⇐⇒ Ri(x) =
∑
c

(fc(x)− fi(x))+ = 0
(2.12)

Therefore, we guide each generator Gi to produce samples from its region by adding a penaliza-

tion term to its canonical objective function:

min
Gi

n∑
j=1

log(1−Di(Gi(z
(j)))))

+λ
∑
j

Ri(Gi(z
(j)))/n. (2.13)

Intuitionally, Gi needs to move its samples towards partition Ai in order to minimize the newly

added term. Fortunately, given the differentiability of Ri(.) with respect to its inputs and property 1,

Ri can provide the direction for Gi to achieve that goal.

It is also worth noting that Ri should not interfere with the generator/discriminator as long as

Gi’s samples are within Ai. Otherwise, this may lead to the second term favoring parts of Ai over

others and conflicting with the discriminator. Property 2. assures that learning the distribution

of pdata over Ai remains the responsibility of Di. We also use this metric to ensure each trained

generator Gi only draws samples from within its region by only accepting samples with Ri(x) is
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equal to zero. A critical point left to consider is the possibility of Gi getting fooled to generate

samples from outside Ai, by falling in local optima of Ri(x). In the remaining part of this section,

we will explain how the architecture design of the space partitioner S avoids this issue. In addition,

it will also guarantee the norm of the gradient provided by Ri to always be above a certain threshold.

Avoiding local optima: We can easily obtain a guide Ri with no local optima, if achieving a

good performance for the partitioner was not important. For instance, a simple single-linear-layer

neural network as S would do the trick. The main challenge comes from the fact that we need to

perform well on partitioning which usually requires deep neural networks while Avoiding local

optima. We fulfill this goal by first finding a sufficient condition to have no local optima and then

trying to enforce that condition by modifying the ResNet [66] architecture.

The following theorem states the sufficient condition:

Theorem 3. Let φ(x) : Rd → Rd be a C1 (differentiable with continuous derivative) function,

W partitioner ∈ Rk×d, and Ri as defined in Eq 2.11. If there exists c0 > 0, such that:

∀x,y ∈ Rd, c0||x− y||≤ ||φ(x)− φ(y)||,

then for every i ∈ [1 : k], every local optima of Ri is a global optima, and there exists a positive

constant b0 > 0 such that:

∀x ∈ Rd \ Ai, b0 ≤ ||∇Ri(x)||

where Ai = {x|x ∈ Rd, Ri(x) = 0}. Furthermore Ai is a connected set for all i’s.

Proof. We start by proving that the Jacobian matrix of function φ is invertible for any x ∈ Rd.

Since φ ∈ C1, based on Taylor’s expansion theorem for multi-variable vector-valued function φ, we

can write:

φ(y)− φ(x) = Jφ(x) (y − x) + o (||y − x||)

Were o(·) is the Little-o notation. By taking norm from both sides and using triangle inequality, we
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have:

||φ(y)− φ(x)||≤ ||Jφ(x) (y − x) ||+||o (||y − x||) ||

Also because:

c0||y − x||≤ ||φ(y)− φ(x)||

=⇒ c0||y − x||≤ ||Jφ(x) (y − x) ||+||o (||y − x||) || (2.14)

thus for any fixed x: ∃ ε > 0 such that ∀y ∈ Rd where ||y − x||≤ ε then:

||o (||y − x||) ||≤ c0
2
||y − x||

which combined with the inequality 2.14, results in:

c0
2
||y − x||≤ ||Jφ(x) (y − x) ||

For y 6= x, let u := (y − x)/||y − x||, then by dividing both sides of the above inequality to

||y − x|| we have:

∀u ∈ Rd, ||u||= 1 =⇒ c0
2
≤ ||Jφ(x)u||

which shows the Jacobian matrix of φ is invertiable for any x and all of its singular values are larger

than c0/2. If there is no x ∈ Rd \ Ai the proof is complete. Otherwise, consider any x ∈ Rd \ Ai,

for this x we have:

0 < Ri(x) =
∑
c

(fc(x)− fi(x))+ =
∑
c

((wc −wi)φ(x))+

where wj is the j’th row of the matrixW partitioner. Let:

I(x) := {c|fc(x) > fi(x), c ∈ [1 : k]}
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which is an non-empty set, because 0 < Ri(x) and we have

0 < Ri(x) =

 ∑
c∈I(x)

(wc −wi)

φ(x)

=⇒ v :=
∑
c∈I(x)

(wc −wi) 6= 0

Taking the gradient of the new formulation of Ri, we have:

∇Ri(x) =

 ∑
c∈I(x)

(wc −wi)

∇(φ(x)) = vJφ(x)

but since we showed earlier that all of the singular values of the Jacobian matrix is larger than c0/2,

the Jacobian matrix is d× d, and v is not equal to zero, it can be easily shown:

||∇Ri(x)||> ||v||c0
2

:= b0

Now, we also need to show Ai is connected for any i to complete the proof. To that end, we first

show φ is a surjective function, which means its image is Rd. To show the φ is surjective, we prove

its image is both an open and closed set, then since the only sets which are both open and closed

(in Rd) are Rd, ∅, we can conclude the surejective property. The image of φ is an open set due to

Inverse Function Theorem [67] for φ. We are allowed to use Inverse Function Theorem, since φ

satisfies both C1 condition and non zero determinant for all the points in the domain. We will also

show that the image of φ is a closed set by showing it contains all of its limit points. Let y be a

limit point in the image of φ, that is there exists {x1,x2, · · ·} such that φ(xr) → y. Since Rd is

complete and we have c0||xr − xs||≤ ||φ(xr)− φ(xs)||, then {x1,x2, · · ·} is a Cauchy sequence.

Finally since φ is a continues function φ(x∗) = y, completing the proof.

The function φ is also an invertible function because if φ(x) = φ(y) then

c0||x− y||≤ ||φ(x)− φ(y)||= 0
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which implies x = y. Therefore φ is in fact a continuous bijecitve function, which means it

has a continuous inverse defined on all the space Rd. Furthermore, it can be easily shown Ri

for a datapoint is zero iff its transformation by φ lies in a polytope (where each of its facets is

a hyperplance perpendicular to a wc − wi). Since convex polytope is a connected set, and by

applying φ−1 (it is well defined everywhere because of bijective property of φ) to it, we would have

a connected set. That is because a continuous function does not change the connectivity and φ−1 is

continuous.

Next we describe how to satisfy this constrain in practice.

Motivated by the work of Behrmann et al. [68] who design an invertible network without

significantly sacrificing their classification accuracy, we implement φ by stacking several residual

blocks, φ(x) = BT ◦BT−1 ◦ · · · ◦B1(x), where:

Bt+1(x
(t)) = x(t+1) := x(t) + ψt(x

(t))

and x(t) refers to the out of the tth residual block. Figure 2.2, gives an overview of the proposed

architecture.

We model each ψt as a series of m convolutional layers, each having spectral norm L < 1

intertwined by 1-Lipschitz activation functions (e.g., ELU, ReLU, LeakyReLU). Thus it can be

easily shown for all x(t),y(t) ∈ Rd:

(1− Lm)||x(t) − y(t)||≤ ||Bt(x
(t))−Bt(y

(t))||.

This immediately results in the condition required in Theorem 3 by letting c0 := (1− Lm).

2.4.3 Connection to supervised GANs

In this section, we make a connection between our unsupervised GAN and some important work

in the supervised regime. This will help provide better insight into why the mentioned properties
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Figure 2.2: Diagram of proposed partitioner and guide. We employ spectral normalization for each
convolutional layer to make each layer (as a function) have Lipschitz constant of less than one. The
details of our architecture is provided in the Appendix.

of guide are important. Auxiliary Classifier GAN [53] has been one of the well-known supervised

GAN methods which uses the following objective function:

min
G,C

max
D
LAC(G,D,C) =

E
X∼PX

[logD(X)] + E
Z∼PZ ,Y∼PY

[log(1−D(G(Z, Y )))]︸ ︷︷ ︸
a©

− λc E
(X,Y )∼PXY

[logC(X, Y )]︸ ︷︷ ︸
b©

−λc E
Z∼PZ ,Y∼PY

[log(C(G(Z, Y ), Y ))]︸ ︷︷ ︸
c©

It simultaneously learns an auxiliary classifier C as well as D/G. Other works have also tried

fine-tuning the generator using a pre-trained classifier [60]. The term a is related to the typical

supervised conditional GAN, term b motivates the classifier to better classify the real data. The term

c encourages G to generate images for each class such that the classifier considers them to belong

to that class with a high probability.
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The authors motivate adding this term as it can provide further gradient to the generator G(·|Y )

to generate samples from the correct region PX(·|Y ). However, recent works [69, 70] show this

tends to motivate G to down-sample data points near the decision boundary of the classifier. It

has also been shown to reduce sample diversity and does not behave well when the classes share

overlapping regions [69].

Our space partitioner acts similar to the classifier in these GANs, with the term c sharing some

similarity with our proposed guide. In contrast, our novel design of Ri(·) enjoys the benefits of the

classifier based methods (providing gradient for the generator) but alleviates its problems. Mainly

because 1) It provides gradient to the generator to generate samples from its region. At the same

time, due to having no local optima (only global optima), it does not risk the generator getting stuck

where it is not supposed to. 2) Within regions, our guide does not mislead the generator to favor

some samples over others. 3) Since the space partitioner uses the partition labels as “class” id, it

does not suffer from the overlapping classes problem, and naturally, it does not require supervised

labels. We believe our construction of the modified loss can also be applied to the supervised regime

to avoid putting the data samples far from the boundary. In addition, combining our method with the

supervised one, each label itself can be partitioned into several segments. We leave the investigation

of this modification to future research.

2.5 Experiments

This section provides an empirical analysis of our method on various datasets1. We adopt the

architecture of SN-GAN [71] for our generators and discriminators. We use a Lipschitz constant of

0.9 for our space partitioner that consists of 20 residual blocks, resulting in 60 convolutional layers.

We use Adam optimizer [72] to train the proposed generators, discriminators, and space partitioner,

and use SGD for training the pretext model. Please refer to the Appendix for complete details of

hyper-parameters and architectures used for each component of our model.

Datasets and evaluation metrics We conduct extensive experiments on CIFAR-10 [21] and

1 The code to reproduce experiments is available at https://github.com/alisadeghian/PGMGAN
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Figure 2.3: Left/right: the graph of −Ri(x) with/without assumption on the architecture, where the
data points of the ith partition are shown in red.

STL-10 [22] (48×48), two real image datasets widely used as benchmarks for image generation.

To see how our method fares against large dataset, we also applied our method on ILSVRC2012

dataset (ImageNet) [73] which we compressed to 128×128 pixel.To evaluate and compare our

results, we use Inception Score (IS) [15] and Frechet Inception Distance (FID) [23]. It has been

shown that IS may have many shortcomings, especially on non-ImageNet datasets. FID can detect

mode collapse to some extent for larger datasets [74, 75, 76]. However, since FID is not still a

perfect metric, we also evaluate our models using reverse-KL which reflects both mode dropping

and spurious modes[76]. All FIDs and Inception Scores (IS) are reported using 50k samples. No

truncation trick is used to sample from the generator.

We also conduct experiments on three synthetic datasets: Stacked-MNIST [18, 19, 20] that has

up to 1000 modes, produced by stacking three randomly sampled MNIST [77] digits into the three

channels of an RGB image, and the 2D-grid dataset described in Section 2.5.1 as well as 2D-ring

dataset. The empirical result of the two later datasets are presented in the Appendix.

2.5.1 Toy dataset

This section aims to illustrate the importance of having a proper guide with no local optima. We

also provide intuition about how our method helps GAN training. To that end, we use the canonical

2D-grid dataset, a mixture of 25 bivariate Gaussian with identical variance, and means covering the

25



Figure 2.4: Left/right: visual comparison of generated samples on the 2D-grid dataset using
PGMGAN, with/without architecture restriction for the space partitioner. The red/blue points
illustrate the real/generated data samples. In the right plot, some modes are missed and their
corresponding generators focus on the wrong area.

vertices of a square lattice.

For this toy example the data points are low dimensional, thus we skip the feature learning

step and directly train the space partitioner S. We train our space partitioner using two different

architectures: one that sets its neural network architecture to a multi-layer fully connected network

with ReLU activations; while, the other follows the properties of architecture construction in

Section 2.4.2. Once the two networks are trained, both successfully learn to put each Gaussian

component in a different cluster, i.e., both get perfect clustering accuracy. Nonetheless, the guide

functions obtained from each architecture behave significantly different.

Figure 2.3 provides the graph of −Ri(x) for the two space partitioners, where i is the partition

ID for the red Gaussian data samples in the corner. The right plot shows that −Ri(x) can have

undesired local optima when the conditions of Section 2.4.2 are not enforced. Therefore, a universal

reliable gradient is not provided to move the data samples toward the partition of interest. On the

other hand, when the guide’s architecture follows these conditions (left plot), taking the direction of

∇−Ri(x) guarantees reaching to partition i.

Figure 2.4 shows the effect of both these guides in the training of our mixture of generators using

Equation 2.13. As shown, when Ri has local optima, the generator of that region may get stuck in

those local optima and miss the desired mode. As shown in Liu et al. [19], and in the Appendix,
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GANs trained with no guide also fail to generate all the modes in this dataset. Furthermore, in

contrast to standard GANs, we don’t generate samples from the space between different modes

due to our partitioning and mixture of generators, mitigating the mode connecting problem. Our

quantitative results on the (2D-ring, 2D-grid) toy dataset [18] are: Recovered Modes: (8 , 25), high

quality samples: (99.8 , 99.8), reverse KL: (0.0006, 0.0034).

2.5.2 Stacked-MNIST, CIFAR-10 and STL-10

In this section, we conduct extensive experiments to evaluate the proposed Partition-Guided

Mixture of Generators (PGMGAN) model. We also quantify the performance gains for the different

parts of our method through an ablation study. We randomly generated the partition labels in one

baseline to isolate the effect of proper partitioning from the architecture choice of Gi/Di’s. We also

ablate the benefits of the guide function by making a baseline where λ = 0. For all experiments, we

use k = 200 unless specified otherwise.

Tables 2.4.3 and ?? presents our results on Stacked MNIST, CIFAR-10 and STL-10 respectively.

From these tables, it is evident how training multiple generators using the space partitioner allows

us to significantly outperform the other benchmark algorithms in terms of all metrics. Comparing

Random Partition ID to Partition+GAN clearly shows the importance of having an effective

partitioning in terms of performance and mode covering. Furthermore, the substantial gap between

PGMGAN and Partition+GAN empirically demonstrates the value of utilizing the guide term.

We first perform overall comparisons against other recent GANs. As shown in Table ??,

PGMGAN achieves state-of-the-art FID and IS on the STL-10 dataset. Furthermore, PGMGAN

outperforms several other baseline models, even over supervised class-conditional GANs, on both

CIFAR-10 and Stacked-MNIST, as shown in Table 2.4.3. The significant improvements of FID and

IS reflect the large gains in diversity and image quality on these datasets.

Following Liu et al. [19], we calculate the reverse KL metric using pre-trained classifiers to

classify and count the occurrences of each mode for both Stacked-MNIST and CIFAR-10. These

experiments and comparisons demonstrate that our proposed guide model effectively improves the
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performance of GANs in terms of mode collapse.

2.5.3 Image generation on unsupervised ImageNet

To show that our method remains effective on a large high dimensional dataset, we also trained

our model on unsupervised ILRSVRC2012 (ImageNet) dataset which contains roughly 1.2 million

images with 1000 distinct categories and we down-sample the images to 128 resolution for the

experiment. We adopt the architecture of BigGAN[26] for our generators and discriminators, and

use k = 1000. Please see the Appendix for the details of experimental settings.

Our results are presented in Table ??. To the best of our knowledge, we achieve a new state of

the art (SOTA) in unsupervised generation on ImagNet.

2.5.4 Parameter sensitivity

Additionally, we study the sensitivity of our overall PGMGAN method to the choice of guide’s

weight λ (Eq. 2.13), and number of clusters k. Figure 2.5 shows the results with varying λ, demon-

strating that our method is relatively robust to the choice of this hyper-parameter. Next, we change

k for a fixed λ = 6.0 and report the results in Table ??. we observe that our method performs well

for a wide range of k.

2.5.5 Implementation details

We use two RTX 2080 Ti GPUs for experiments on STL-10, eight GPUs for ImageNet and a

single GPU for all other experiments.

Space partitioner. For all experiments we use the same architecture for our space partitioner S.

We use pre-activation Residual-Nets with 20 convolutional bottleneck blocks with 3 convolution

layers each and kernel sizes of 3× 3, 1× 1, 3× 3 respectively and the ELU [86] nonlinearity. The

network has 4 down-sampling stages, every 4 blocks where a dimension squeezing operation is used

to decrease the spatial resolution. We use 160 channels for all the blocks. We do not use any initial

padding due to our theoretical requirements. The negative slope of LeakyReLU is set as 0.2. In fact

we can use a soft version of LeakyReLU if it is critical to guarantee the C1 constraint of φ. We train
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Figure 2.5: Effect of changing the guide’s weight λ in equation 2.13 on PGMGAN performance.
λ = 0 corresponds to the partition+GAN.
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our pretext network for 500 epochs with momentum SGD and a weight decay of 3e-5, learning rate

of 0.4 with cosine scheduling, momentum of 0.9, and batch size of 400 for CIFAR-10 and 200 for

STL-10. The final space partitioner is trained for 100 epochs using Adam [72] with a learning rate

of 1e-4 and batch size of 128. The weights in equation 2.10 are set to α = 5 and β = 1e-3.

Table 2.4: GANs architecture for 32× 32 images.

z ∈ R128 ∼ N (0, I)
Embed(PartitionID) ∈ R128

dense, 4× 4× 256

ResBlock up 256

ResBlock up 256

ResBlock up 256

BN, ReLU, 3× 3 Conv, 3 Tanh

(a) Generator

RGB image x ∈ R32×32×3

ResBlock down 128

ResBlock down 128

ResBlock 128

ResBlock 128

ReLU, Global sum pooling

Embed(PartitionID)·h + (linear→ 1)

(b) Discriminator
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Table 2.5: GANs architecture for 48× 48 images.

z ∈ R128 ∼ N (0, I)
Embed(PartitionID) ∈ R128

dense, 3× 3× 1024

ResBlock up 512

ResBlock up 256

ResBlock up 128

ResBlock up 64

BN, ReLU, 3× 3 Conv, 3 Tanh

(a) Generator

RGB image x ∈ R48×48×3

ResBlock down 64

ResBlock down 128

ResBlock down 256

ResBlock down 512

ResBlock 1024

ReLU, Global sum pooling

Embed(PartitionID)·h + (linear→ 1)

(b) Discriminator

Table 2.6: GANs architecture for 128× 128 images. “ch” represents the channel width multiplier
and is set to 96.

z ∈ R120 ∼ N (0, I)
Embed(PartitionID) ∈ R128

Linear (20 + 128)→ 4× 4× 16ch

ResBlock up 16ch→ 16ch

ResBlock up 16ch→ 8ch

ResBlock up 8ch→ 4ch

ResBlock up 4ch→ 2ch

Non-Local Block (64× 64)

ResBlock up 2ch→ ch

BN, ReLU, 3× 3 Conv ch→ 3

Tanh

(a) Generator

RGB image x ∈ R128×128×3

ResBlock down ch→ 2ch

Non-Local Block (64× 64)

ResBlock down 2ch→ 4ch

ResBlock down 4ch→ 8ch

ResBlock down 8ch→ 16ch

ResBlock down 16ch→ 16ch

ResBlock 16ch→ 16ch

ReLU, Global sum pooling

Embed(PartitionID)·h + (linear→ 1)

(b) Discriminator

Generative model. Following SN-GANs [71] for image generation at resolution 32 or 48, we

use the architectures described in Tables 2.4 and 2.5. Generators/discriminators are different from
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each other in first-layer/last-layer by having different partition ID embeddings, (which in fact acts as

the condition). We use Adam optimizer with a batch size of 100. For the coefficient of guide λ we

utilized linear annealing during training, decreasing form 6.0 to 0.0001. Both G’s and D networks

are initialized with a normalN (0, 0.02I). For all GAN’s experiments, we use Adam optimizer [72]

with β1 = 0, β2 = 0.999 and a constant learning rate 2 for both G and D. The number of D steps

per G step training is 4.

For ImageNet experiment, we adopt the full version of BigGAN model architecture [26]

described in Table 2.6. In this experiment, we apply the shared class embedding for each CBN

layer in G model, and feed noise z to multiple layers of G by concatenating with partition ID

embedding vector. We add Self-Attention layer with the resolution of 64. Moreover, we employ

orthogonal initialization for network parameters [15]. We use batch size of 256 and set the number

of accumulations to 8.

Evaluation. It has been shown that [87, 76] when the sample size is not large enough, both FID

and IS are biased, therefor we use N=50,000 samples for computing both IS and FID metrics. We

also use the official TensorFlow scripts for computing FID.

Computationally complexity. PGMGAN requires additional computation for training the

partitioner, and at GANs’ training time for computing the guide. On the other hand, due to the

higher quality gradients provided by the guide, requires fewer epoch for the GANs to converge, e.g.,

over all, compared to conditional model on CIFAR, it takes ∼1.6× in seconds.

2.5.6 Additional Experiments:

Additionally, since SelfCondGAN [19] uses certain features from the discriminator, it is not

trivial to adopt to other architectures. Thus, we trained PGMGAN with the same G/D architecture

on CIFAR10 yielding an FID of 10.65.

Partitioning method

One way to assess the quality of the space partitioner is by measuring its performance in

placing semantically similar images in the same partition. To that end, we use the well-accepted

clustering metric Normalized Mutual Information (NMI). NMI is a normalization of the Mutual
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Information (MI) between the true and inferred labels. This metric is invariant to permutation of the

class/partition labels and is always between 0 and 1, with a higher value suggesting a higher quality

of partitioning. Table 2.5.6 compares the clustering performance of our method to the-stat-of-the-art

partition-based GAN method Liu et. [19], which clearly shows superiority of our method.

2.5.7 Additional Qualitative Results

Additional qualitative results We present more samples of our method showing both the

partitioner and generative model’s performance. Figure 2.6, Figure 2.7 and Figure 2.8 visualize the

sample diversity and quality of our method on CIFAR-10, STL-10 and ImageNet.

Real Generated

(a) Partition 3

Real Generated

(b) Partition 28

Real Generated

(c) Partition 37

Real Generated

(d) Partition 42

Real Generated

(e) Partition 50

Real Generated

(f) Partition 54

Real Generated

(g) Partition 82

Real Generated

(h) Partition 86

Real Generated

(i) Partition 94

Figure 2.6: Extra examples of unsupervised partitioning and their corresponding real/generated
samples on CIFAR-10 dataset.
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Real Generated

(a) Partition 47

Real Generated

(b) Partition 49

Real Generated

(c) Partition 75

Real Generated

(d) Partition 91

Real Generated

(e) Partition 100

Real Generated

(f) Partition 113

Real Generated

(g) Partition 177

Real Generated

(h) Partition 189

Figure 2.7: Extra examples of unsupervised partitioning and their corresponding real/generated
samples on STL-10 dataset.
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(a) Partition 034 (b) Partition 159

(c) Partition 455 (d) Partition 642

Figure 2.8: Examples of generated samples on unsupervised ImageNet 128×128 dataset.
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3. SYNT++: UTILIZING IMPERFECT SYNTHETIC DATA TO IMPROVE SPEECH

RECOGNITION

3.1 Introduction

Collecting and annotating datasets for training speech recognition models is hard and expensive.

An alternative approach is to generate a synthetic dataset using speech synthesis models [88, 89, 90,

91, 92, 93, 3]. However, training recognition models with synthetic data is not trivial. Figure 3.1

shows an illustration of the joint distribution of speech signals and corresponding text labels –

black is the true data distribution and green is the synthetic data distribution. In general, we

do not have access to the true data distribution, but have finite sample approximation through a

collected real dataset. Although the quality of synthetic speech (synthesized via a controllable

generative model) has improved significantly, there is still a gap between the synthetic and the true

data distributions. We can characterize this gap into 4 different regions as shown in Figure 3.1:

(i) artifacts (e.g. structured noise, speech/content mismatch, unrealistic styles in synthetic data)

where the synthesized samples are outside the support of true distribution, (ii) over-sampled region

where the synthetic distribution has more mass and (iii) under-sampled region where the synthetic

distribution has less mass compared to the true distribution, and (iv) missing samples where the

synthetic distribution has zero mass inside the support of the true distribution (e.g. missing speaking

styles, accents).

In this paper, we present Synt++, an improved algorithm to utilize synthetic data for training

speech recognition models. Synt++ combines two novel techniques. The first technique is a rejection

sampling algorithm [94, 95, 96] that modifies the sampling process of the synthesis model (the

generative model) to make the synthesized data distribution closer to the true data distribution.

Specifically, we train a discriminator function to classify samples as real or synthetic. We then

use the probability of real measure predicted by this discriminator to stochastically accept/reject

synthesized samples. The rejection sampling addresses the first three problems discussed above by
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Figure 3.1: The joint distributions of speech and corresponding text. The gap between synthetic and
true data distributions can be partitioned into four regions. See text for details.

rejecting artifacts, and under/over sampling data points in over/under-sampled regions, respectively.

Note that the rejection sampling cannot correct for the missing samples since the synthesis model

does not have support and, hence, cannot synthesize the samples in this region.

The second technique accounts for the remaining gap during training by using separate Batch

Normalization (BN) statistics for real and synthetic data. BN is a commonly used technique to

normalize the features during training to address covariate shift and improve convergence. However,

the BN statistics estimated using a combination of synthetic and real data becomes biased due to the

distribution gap (e.g., in Figure 3.1, the mean of the combined real/synthetic distribution is shifted

left and the variance is larger than the true distribution). To prevent this problem, we estimate real

and synthetic data BN statistics separately, and utilize only the real BN statistics during inference.

Moreover, this process helps to bridge the domain gap since synthetic and real data are normalized

separately to have similar statistics.

3.2 Related work

State-of-the-art neural Text-to-Speech (TTS) architectures, such as Tacotron 2 [97] and Fast-

Speech 2 [98], are capable of generating speech indistinguishable from human speech. Controllable

speech synthesis extends the TTS models beyond modeling the voice of a single or a few speakers

to the entire style space of speech [93, 92, 3, 99]. Using controllable synthesis models, we can

expand the acoustic variations of synthetic speech or use a bigger text corpus to add data for unseen

content.
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Figure 3.2: Method overview. (a) To synthesize data, we use a controllable generative model [3]
that takes a text and a reference speech as input and utters the text in the style of the given speech.
(b) During training of the recognition model, we use rejection sampling and separate BN statistics
to address the distribution gap between the real and the synthetic data.

Previous works have used TTS models to improve the training of speech recognition models.

One group of work relies on the TTS models and self/semi-supervised learning techniques to exploit

unpaired speech and text data in the ASR training process [100, 101, 102, 103, 104]. Another

group leverages TTS models to create more training data when the amount of real data is limited

[105, 106, 107, 108, 109]. Some other works have focused on specific tasks, such as out-of-

vocabulary word recognition [110], and keyword detection [111, 112]. These methods, however, do

not address the imperfections of the speech generated by the synthesis models.

The idea of utilizing synthetic data to improve a recognition model has also been explored in the

computer vision domain. In [113], the authors proposed to refine synthetic images via adversarial

training to bridge the distribution gap. In [114], the authors showed that a generative model could be

trained to augment images of unseen classes. In [115], authors use adversarial examples to improve

image recognition.
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3.3 Method

3.3.1 Controllable Speech Generative Model

Controllable speech generative models can generate speech in a given style, where the content

is specified by an input text. As shown in Figure 3.1, for effective learning with synthetic data, we

need a generative model that has as small gap as possible with the true distribution. Therefore, the

generative model should be able to synthesize any text in a wide range of speaking styles in various

environmental conditions such as background noise, microphone response, etc. without introducing

artifacts to the signal. To this end, we utilize a recently introduced auto regressive controllable

generative model called Style Equalization [3] that enables learning a controllable generative model

in the wild (thousands of speakers recorded in various conditions) without requiring style labels. As

shown in Figure 3.2(a), the model takes a text and a reference style speech as input and utters the text

in the style of the given reference. In this model, the style is broadly defined, not only the speaker’s

voice characteristics but also all aspects of the reference speech sample, including background

noise, echo, microphone response, etc., which are necessary to have a smaller distribution gap

(particularly missing samples). This model also allows sampling styles from a prior distribution

that is important for sampling new styles not contained in the dataset. We refer readers to [3] for a

detailed description of this model.

3.3.2 Rejection Sampling

Letx be a speech signal and y be the corresponding token label, and pd(x, y), pg(x, y) denote the

joint true and synthetic data distributions, respectively. We use the synthesizer as proposal distribu-

tion and use rejection sampling to make it closer to the true distribution. Following standard rejection

sampling [94], a synthetic data (x, y) is accepted with probability pd(x,y)
Mpg(x,y)

, where scalar M > 0 is

selected such that Mpg(x, y) > pd(x, y), ∀(x, y) in domain of pd, i.e., M = maxx,y
pd(x,y)
pg(x,y)

. Azadi

et. al. [95] proposed a rejection sampling method to match the distribution of the images from a

generative adversarial network to the true distribution; however, their algorithm does not consider

the joint distribution of (x, y) that is needed to train downstream recognizers.

To approximate the ratio pd(x,y)
pg(x,y)

, we train a discriminator, D(x, y), that takes a speech signal
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and the corresponding text and produces probability of (x, y) coming from true distribution, i.e.,

D(x, y) ∈ [0, 1]. When D is trained to its optimal value D∗, it satisfies ([116, 95, 96])

D∗(x, y) =
pd(x, y)

pd(x, y) + pg(x, y)
, (3.1)

which can be re-arranged to yield

r(x, y) :=
pd(x, y)

pg(x, y)
=

D∗(x, y)

1−D∗(x, y)
. (3.2)

To train D, we minimize

LD = E(x,y)∼pd(log(D(x, y))) + E(x,y)∼pg(1− log(D(x, y))),

which is equivalent to training a two class classification model, where the positive class (label

1) corresponds to the real samples and the negative class (label 0) corresponds to the synthetic

samples. Note that, we model the joint speech and label distribution, therefore D should also utilize

whether the speech signal matches the token labels. To this end, we use a pre-trained ASR model,

A to predict the token labels, ŷ, of the speech signal, i.e., ŷ = A(x). Then, we characterize the

discrepancy between ŷ and y by a 5-dimensional feature vector Φ(x, y), whose elements include

the cross-entropy (CE) loss, connectionist temporal classification loss, word error rate (WER), and

number of tokens in y and ŷ. Finally, we train a two-layer DNN, Dθ, that takes Φ(x, y) as input

and produces the probability of the sample being real

D(x, y) := Dθ(Φ(x, y)), (3.3)

where θ denotes the parameters of the DNN.

Practically, we need to compute M and address the fact that the rejection sampling can be

slow to select a fixed number of samples. First, we estimate an initial value of M by computing

the maximum value of pd/pg (using D∗ and Eq. 3.2) over a few (approximately 200) generated
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samples. Following [95], to compute the acceptance probability for each generated sample, (x, y),

we first compute the discriminator scoreD∗(x, y) and then setM ← max(M, pd(x, y)/pg(x, y)) =

max(M, D∗(x,y)
1−D∗(x,y)

)). We stop the sampling process after accepting N synthetic samples. Note that,

the proposed rejection sampling technique applies only to the domain where the generative model

has support and ignores the missing samples region shown in Figure 3.1.

3.3.3 Double Batch Normalization Statistics

A BN layer [117] computes the mean and the standard deviation of the intermediate features

and normalizes these features by subtracting the mean and dividing by the standard deviation within

a batch. During training, the model uses means and variances computed over the samples in a

mini-batch. A running average of the BN statistics, which we call running statistics, is computed to

be used during inference.

Naively using BN will update the running statistics with samples from both the real and the

synthetic distributions and, due to the distribution gap, the estimates will be biased (i.e. the estimated

BN statistics will not match the true data distribution). Instead, we form the mini-batches consisting

of only the real samples or only the synthetic samples, and compute two sets of running statistics –

one from the real mini-batches and the other from the synthetic mini-batches. Since the test data

(during inference) consists of only real samples, we discard the synthetic statistics and use only

the real statistics. Note that, we share the affine parameters of the BN between synthetic and real

batches.

The proposed technique is similar to Xie et al. [115] that used auxiliary BN layers in an

adversarial learning framework where images augmented with adversarial perturbations were used

to improve model accuracy. In contrast, we use separate BN statistics to improve model training

with synthetic data.

3.4 Experiments

For ASR experiments, we use the LibriSpeech dataset [118], which contains 1, 000 hours of

speech from public domain audiobooks. Following the standard protocol, we evaluate our method
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on the full training set (LibriSpeech 960h) and a subset containing clean speech with only US

English accents (LibriSpeech 100h). To generate synthetic datasets, we use Style Equalization [3]

that is trained with LibriTTS dataset [119]. LibriTTS is a subset of LibriSpeech dataset and contains

555 hours of speech data. To study the effect of model size on synthetic data training, we train two

ASR models – a large model with 116 million parameters (Large 116M) and a smaller model with

22 million parameters (Regular 22M)

ASR model: We use the implementation from ESPNet [120]) for an end-to-end ASR model.

The ASR model is composed of a conformer-based encoder [121] and a transformer-based decoder

[89]. Setting the encoder dimension to 144 and 512, we construct the regular (22M) and the

large (116M) models. We apply SpecAugment [122] to all speech samples to further enhance the

acoustic diversity. The model checkpoint of each epoch is saved, and the final model is produced

by averaging the 10 checkpoints with the best validation accuracy. All ASR models are evaluated

without a language model.

Baselines: For synthetic-only training, we compare naively using synthetic data with the

proposed rejection sampling (Section 3.3.2). Note that when the training data consists of only

synthetic samples, we do not have any real data to compute the running BN statistics. Hence, we do

not use the double BN when training only with synthetic data. For joint (real,synt) training, our

baseline is naively adding the synthetic data to training. We compare this baseline with the proposed

method (real, synt++) where we use the rejection sampling algorithm described in Section 3.3.2 and

also use separate BN statistics for the real and the synthetic samples (Section 3.3.3).

Synthetic data with the same text corpus as the real data: First, we study the effectiveness

of the synthetic data when the synthetic samples are used to increase the acoustic variation in the

training data. To this end, we use the same training corpus as the real data in LibriSpeech 960h.

Specifically, for each sentence yi in the training dataset, we take a random real training sample, xj ,

as the style reference, and generate synthetic sample x′i. For both Synt and Synt++ (using rejection

sampling), we obtain a synthetic dataset containing 960 hours of speech.

The WERs of the recognition models are reported in Table 3.1 on the two official test sets
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Real Synt Synt++ Real, Synt Real, Synt++

Regular (22M)
test-clean 3.7± 0.14 7.3± 0.17 7.0± 0.05 3.4± 0.05 3.2± 0.08
test-other 9.5± 0.12 21.0± 0.12 20.0± 0.17 9.3± 0.21 8.5± 0.05

Large (116M)
test-clean 2.9± 0.05 6.3± 0.05 5.4± 0.12 3.0± 0.05 2.6± 0.05
test-other 6.9± 0.08 18.2± 0.17 17.2± 0.17 7.4± 0.17 6.5± 0.05

Table 3.1: ASR results on LibriSpeech 960h dataset. The reported numbers are percentage WER
(lower is better). Synt++ significantly improves training with synthetic data.

LibriSpeech 100h LibriSpeech 960h

Real Real, Synt Real, Synt++ Real Real, Synt Real, Synt++

test-clean 7.7± 0.08 4.3± 0.08 4.0± 0.08 2.9± 0.05 2.7± 0.08 2.4± 0.05
test-other 20.9± 0.64 13.2± 0.21 13.2± 0.08 6.9± 0.08 7.0± 0.25 6.3± 0.05

Table 3.2: Effect of using an extended text corpus.

(test-clean and test-other). Synt++ gives significant improvement over naively adding synthetic data

to the training (Synt).

Synthetic data with extended corpus: We study the effect of synthesizing speech from an

extended text corpus in Table 3.2. In addition to LibriSpeech 960h, we also report the results when

we have a smaller real dataset (LibriSpeech 100h). For LibriSpeech 100h, we use the text corpus

of LibriSpeech 960h and synthesize 960 hours of synthetic data. For LibriSpeech 960h dataset,

we double its text corpus by adding the text from the language model corpus of LibriSpeech and

synthesize 960 hours of synthetic data. In both cases, extended corpus significantly improves the

performance. Particularly, for the smaller dataset, we observe 48% relative reduction in WER (7.7%

to 4.0%), compared to real-only training.

Ablation study: To isolate the effect of the rejection sampling and the double BN, we conduct

an ablation study in Table 3.3 on LibriSpeech 960h dataset. As seen in this table, both the rejection

sampling and the double BN statistics are important to effectively utilize the synthetic samples.

We also evaluate the proposed approach on keyword detection task using the Speech Command
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Regular (22M) Large (116M)

test-clean test-other test-clean test-other

Real, Synt 3.4± 0.05 9.3± 0.21 3.0± 0.05 7.4± 0.17
+ rejection 3.4± 0.05 9.0± 0.12 2.8± 0.02 7.0± 0.05
+ dbl BN 3.3± 0.02 8.5± 0.02 2.7± 0.05 6.7± 0.02

+ rej. + dbl BN 3.2± 0.08 8.5± 0.05 2.6± 0.05 6.5± 0.05

Table 3.3: Ablation study on the ASR task with LibriSpeech 960h dataset.

keywords Real Synt Synt++ Real, Synt Real, Synt++

‘down’ 9.6± 0.8 11.2± 0.1 8.9± 0.9 5.6± 0.2 5.0± 0.2
‘no’ 13.5± 0.8 14.5± 0.7 11.0± 0.2 7.8± 0.4 6.4± 0.4

‘stop’ 3.5± 0.3 11.2± 0.6 9.6± 0.4 2.1± 0.3 1.5± 0.1

Table 3.4: Keyword detection results on Speech Command dataset. The reported numbers are
average false accept rate in percentage (lower is better).

dataset [123]. This dataset consists of 35 keywords from multiple speakers, and samples from

various background noises. For each keyword, we split the train and test subset based on the

speaker identities, i.e. training and test samples did not have common speakers. We chose 3

keywords (‘down’, ‘no’, ‘stop’) to study the improvements with synthetic data. Each of these

keywords contains approximately 2500 training samples and 800 test samples. We set up the

keyword detection task as a 2-class classification problem, where the positive class is one of the

keywords and the negative class contains all the other 34 keywords and the background noise. Each

sample consists of approximately 1 second of audio, which is converted to a mel-spectrogram before

giving it as input to a ResNet model with approximately 6k parameters. The model is trained with

cross-entropy loss.

Sampling synthetic data: For each keyword, we generated 10k samples by randomly selecting

the reference styles from the real dataset. For the positive class, we generated an additional 100k

samples. For both synthetic and real training, we added approximately 5k samples from background

noise to the negative class. Since the detection model predicts the keyword probability (unlike a

token sequence in the ASR task), we use only the CE loss in Equation 3.3 to compute D∗.
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Metric: Since keyword detection is a 2-class problem, we can compute false reject rate (FRR)

and false accept rate (FAR) at different thresholds. The detection error tradeoff (DET) curve is

commonly used for keyword detection tasks [124]. Since lower FRR is preferred for keyword

detection, we report average FAR for FRR values over the range of 05%, which is equivalent to the

area under the curve (AUC) of the DET curve over the FRR range of 05%.

Results: We report the average FAR for keywords in Table 3.4 and observe significant improve-

ments of the proposed approach, compared to naively using the synthetic data.
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4. SUMMARY AND CONCLUSIONS

In the first part of the thesis, we introduce a differentiable space partitioner to alleviate the GAN

training problems, including mode connecting and mode collapse. The intuition behind how this

works is twofold. The first reason is that an efficient partitioning makes the distribution on each

region simpler, making its approximation easier. Thus, we can have a better approximation as a

whole, which can alleviate both mode collapse and connecting problems. The second intuition

is that the space partitioner can provide extra gradient, assisting the discriminator in training the

mixture of generators. This is especially helpful when the discriminator’s gradient is unreliable.

However, it is crucial to have theoretical guarantees that this extra gradient does not deteriorate the

GAN training convergence in any way. We identify a sufficient theoretical condition for the space

partitioner (in the functional space), and we realize that condition empirically by an architecture

design for the space partitioner. Our experiments on natural images show the proposed method

improves existing ones in terms of both FID and IS. For future work, we would like to investigate

using the space partitioner for the supervised regime, where each data label has its own partitioning.

Designing a more flexible architecture for the space partitioner such that its guide function does not

have local optima is another direction we hope to explore.

And in the second part, we presented Synt++, a new algorithm to train speech recognition

models using synthetic data. We applied Synt++ to ASR and keyword detection tasks and obtained

significant improvements over training with real-only and real+synthetic datasets.

And for the future work, we would like to investigate, generative models in Knowledge

graphs[125, 125], time series[126, 127], network data[128, 129] and its combination with decision

trees[130].
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